# IGGI GD2 Lab Exercise: Game Parameter Tuning

[IGGI GD2 Lab Exercise: Game Parameter Tuning 1](#_Toc515829779)

[Introduction 1](#_Toc515829780)

[Downloading and Running the Software 2](#_Toc515829781)

[Running the NTBEA 3](#_Toc515829782)

[Study the CaveGame code 4](#_Toc515829783)

[Optional Exercise: (10 mins) 5](#_Toc515829784)

[Preparing a Game for Optimisation 5](#_Toc515829785)

[Tuning to Reward Skilful Play 7](#_Toc515829786)

[Summary 8](#_Toc515829787)

## Introduction

The purpose of this lab is to gain experience of using a sample-efficient optimiser (N-Tuple Bandit Evolutionary Algorithm – the NTBEA) to tune game parameters.

The lab uses a purpose-designed tap-timing game called CaveSwing. The aim of the game is to swing through a cave as fast as possible using magic elastic rope (a bit like SpiderMan, but faster to attach), finishing at the end as high as possible, but it’s game over if the avatar touches the roof or the floor.

The lab script should be doable within a couple of hours.

In the lab you will:

* Download the software (all in Java) from github (5 mins)
* Play the CaveSwing game using the keyboard (Space Bar to swing), and experiment with the effects of different parameter settings (10 mins)
* Run the NTBEA on a toy problem to get a feel for setting the exploration parameter (15 mins)
* Study the code in the package **cavegame** and run it with a random player (20 mins)
* Learn how to prepare a game for parameter optimisation (20 mins)
* Tune the game to maximise the score achievable by a random player (5 mins)
* Tune the game to maximise the difference between a skilful player and a random player (30 mins)

The tuning will be based on measures of player or game activity. We have to turn all these measure into a single number which aims to reflect how well the game satisfies a set of design objectives. This is a type of single-objective optimisation; multi-objective versions would also be possible, but for now we just do single.

## Downloading and Running the Software

Download the software from the following Github:

<https://github.com/ljialin/SimpleAsteroids>

(we suggest you download the .zip file)

Open the project in your favourite Java IDE (we recommend Intellij Idea).

This is a large software repository with hundreds of classes, but you only need be concerned with some of them. All the files specific to the CaveSwing implementation are in package caveswing.

Open the file **caveswing.test.KeyPlayerTest**.

You’ll see the first few lines of the main methods are something like this:

CaveSwingParams params = **new** CaveSwingParams();  
*//* ***todo: adjust parameter setting and see how they affect game play for you***params.**maxTicks** = 5000;  
params.**gravity**.**y** = 0.03;  
params.**gravity**.**x** = -0.03;  
CaveGameState gameState = **new** CaveGameState().setParams(params).setup();  
CaveView view = **new** CaveView().setGameState(gameState).setParams(params);

The exact details may differ (versions may include various parameter settings)

Try playing the game, and observe the effects of setting smaller and larger values for gravity.y and Hooke’s constant. Go to the **CaveSwingParams** source file to see the full set of parameters. Also try changing the number of anchors (nAnchors). Other things to try changing: the height of the game, the width of the game, and the scrollWidth (the latter is currently not a game parameter, but is set in CaveView). Note that CaveView has a boolean variable to select whether a side-scrolling view is shown, or the entire game window (you should be able to find it).

How do these affect the difficulty of the game for you? Can you find settings that make it easy and other ones that make it hard, but still possible?

Here is a successfully completed game run with a score of 7989, completed in 586 steps (the avatar is the light blue square).

![](data:image/png;base64,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)

## Running the NTBEA

Open the Java file: **ntbea.TestNTBEA** and read the code.

The first part sets up the problems to solve:

**int** nDims = 5;  
**int** mValues = 4;  
**double** noiseLevel = 1.0;  
**boolean** useTrap = **true**;  
*// EvalMaxM is like Noisy OneMax but generalised to M values  
// instead of binary*EvalMaxM problem = **new** EvalMaxM(nDims, mValues, noiseLevel).setTrap(useTrap);

EvalMaxM is set up as a simple noisy optimisation problem in a space of nDims dimensions, with mValues possible in each one, ranging from 0 to (mValues-1) . The objective function sums the value in each dimension, then adds Gaussian noise. Hence, this would have a maximum possible score of 15, plus whatever the value of the random noise on that sample. *But, there is a catch!* If we set a trap, then picking the maximum value in each dimension will give a score of zero, plus noise.

The next part sets up the algorithm and its landscape model: here we choose which N-Tuples to use. Usually a good choice is to use 1, 2 and N, as done here:

**double** kExplore = 2;  
**double** epsilon = 0.5;  
NTupleBanditEA banditEA = **new** NTupleBanditEA().setKExplore(kExplore).setEpsilon(epsilon);  
*// set a particlar NTuple System as the model  
// if this is not set, then it will use a default model*NTupleSystem model = **new** NTupleSystem();  
*// set up a non-standard tuple pattern*model.**use1Tuple** = **true**;  
model.**use2Tuple** = **true**;  
model.**use3Tuple** = **false**;  
model.**useNTuple** = **true**;  
banditEA.setModel(model);

Run the code with the default values as given.

The printout gives important insight in to how the algorithm operates.

Here is a sample: this shows the statistics for each value in the first dimension. Each line shows the number of times that value was sampled, the mean score, and the standard deviation (NaN if it was only sampled once).

**Search space has 5 dimensions**

**nPatterns observed: 4**

**[0] 20 8.881369161756407 2.3513275886841236**

**[1] 1168 11.849403698374624 1.2077887654641586**

**[2] 3801 12.4520200256144 1.2109922025655393**

**[3] 11 8.48488382426213 3.349187617971695**

The next sample shows the stats for a pair of dimensions:

**nPatterns observed: 16**

**[0, 0] 1 4.7485643752832045 NaN**

**[0, 1] 1 5.408243889054641 NaN**

**[0, 2] 1 7.682158474608535 NaN**

**[0, 3] 3 8.208609435327174 2.3225032666139214**

**[1, 0] 1 6.294616649742344 NaN**

**[1, 1] 1 8.898631862686198 NaN**

**[1, 2] 8 11.071365574169855 1.3085159817068766**

**[1, 3] 17 11.262404434138096 1.6402612648098414**

**[2, 0] 4 9.754357939614362 1.3764461343115553**

**[2, 1] 1 4.295630195535133 NaN**

**[2, 2] 171 12.619864236869907 1.3203726242410123**

**[2, 3] 1353 13.541031906042782 1.1353798743642982**

**[3, 0] 8 10.256045625853481 1.8752923104012205**

**[3, 1] 12 11.064462069796205 1.413810122726862**

**[3, 2] 1258 13.536381085813213 1.1672662457921197**

**[3, 3] 2160 13.761778366146128 1.11939108306784**

Note the big discrepancy in the number of samples made for each pair of values, with some being sampled once or twice, others thousands of times.

Quickly scan over the printout, and see what else you can observe, especially around the maximum index values [3], [3, 3] and [3,3,3,3,3].

Now run the code again, but setting kExplore value higher – rerun with values of 20 and of 200. What do you observe?

## Study the CaveGame code

You don’t have to read every line, but look at the packages and classes in each one. In particular pay attention to the CaveSwingParams class, and also the CaveGameState class.

CaveGameState stores all the state information, and implements the AbstractGameState interface. Storing all the state variables in a single copyable object makes it easy to run statistical forward planning algorithms.

Now run the class: **caveswing.test.CaveGameSpeedTest**

The entire code is shown below:

**package** caveswing.test;  
  
**import** agents.dummy.RandomAgent;  
**import** caveswing.core.CaveGameFactory;  
**import** ggi.tests.SpeedTest;  
  
**public class** CaveGameSpeedTest {  
 **public static void** main(String[] args) {  
 SpeedTest speedTest = **new** SpeedTest().setGameFactory(**new** CaveGameFactory());  
 speedTest.setPlayer(**new** RandomAgent());  
 **int** nGames = 10000;  
 **int** maxSteps = 1000;  
 speedTest.playGames(nGames, maxSteps).report();  
 }  
}

*How long does it take to run?*

Observe the stats. How many game ticks per second are executed? Try with and without game copying per tick (you’ll have to set the appropriate flag in the SpeedTest class.

### Optional Exercise: (10 mins)

Modify the code to use non default parameters and observe the effects on the game stats.

*Hint: Create a CaveSwingParams object, just like in KeyPlayerTest, then pass that to the CaveGameFactory by calling its setParams method.*

Can you set up a game which is easy or hard for the random player?

## Preparing a Game for Optimisation

There are two parts to this:

1. Preparing a search space
2. Implementing an evaluation function

We’ll take them in turn.

In the code, we use the concept of an AnnotatedFitnessLandscape.

This is a model of a discrete search space: each dimension has a name (hence it is annotated), and a number of possible values. The values are selected via an index. The easiest way to understand this is by studying the code.

The set of possible values for each parameter is given in an array of the appropriate type. Currently there are parameter types for Double, Integer and Boolean.

**public** Param[] getParams() {  
 **return new** Param[]{  
 **new** DoubleParam().setArray(**xGravity**).setName(**"x Gravity"**),  
 **new** DoubleParam().setArray(**yGravity**).setName(**"y Gravity"**),  
 **new** DoubleParam().setArray(**hooke**).setName(**"Hooke's constant"**),  
 **new** DoubleParam().setArray(**lossFactor**).setName(**"Loss factor"**),  
 **new** DoubleParam().setArray(**anchorHeight**).setName(**"Anchor height"**),  
 **new** IntegerParam().setArray(**nAnchors**).setName(**"Number of Anchors"**),  
 };  
}  
  
**double**[] **xGravity** = {-0.02, 0.0, 0.02};  
**double**[] **yGravity** = {-0.02, -0.01, 0, 0.01, 0.02};  
  
**double**[] **hooke** = {0.0, 0.005, 0.01, 0.02, 0.03};  
**double**[] **lossFactor** = {0.99, 0.999, 1.0, 1.01};  
**double**[] **anchorHeight** = {0.2, 0.5, 0.8};  
**int**[] **nAnchors** = {5, 10, 15};  
  
**int**[] **nValues** = **new int**[]{**xGravity**.**length**, **yGravity**.**length**,  
 **hooke**.**length**, **lossFactor**.**length**, **anchorHeight**.**length**, **nAnchors**.**length**};  
**int nDims** = **nValues**.**length**;  
  
**static int** *xGravityIndex* = 0;  
**static int** *yGravtityIndex* = 1;  
**static int** *hookeIndex* = 2;  
**static int** *lossFactorIndex* = 3;  
**static int** *anchorHeightIndex* = 4;  
**static int** *nAnchorsIndex* = 5;

In this case we define six parameters, from xGravity through to nAnchors.

It is fine to experiment with different possible values.

On to the second part: evaluation.

The first step is to unpack the game parameters from the candidate solution, and inject them into the parameters used to run the game. The following lines do this:

**public double** evaluate(**int**[] x) {  
  
 *// bundle extract the selected params from the solution vector  
 // and inject in to the game design params* GameRunnerTwoPlayer gameRunner = **new** GameRunnerTwoPlayer();  
  
 *// set up the params* CaveSwingParams params = **new** CaveSwingParams();  
  
 params.**gravity** = **new** Vector2d(  
 **xGravity**[x[*xGravityIndex*]],  
 **yGravity**[x[*yGravtityIndex*]]  
 );  
  
 params.**hooke** = **hooke**[x[*hookeIndex*]];  
 params.**lossFactor** = **lossFactor**[x[*lossFactorIndex*]];  
 params.**meanAnchorHeight** = params.**height** \* **anchorHeight**[x[*anchorHeightIndex*]];  
 params.**nAnchors** = **nAnchors**[x[*nAnchorsIndex*]];

Next we have to now run a game (or a set of games) – and measure something. Working out the best measure to optimise can be hard. Let’s start with something easy: we’ll optimise the game to make it easy for a random player.

To do this, we’ll now set the parameters in to the game (in fact a Game Factory – and object to make a fresh game each time). Then we’ll run the game using a random player, and return its score (or average score, to cover running multiple games).

This is done as follows:

*// using a Game Factory enables the tester to start with a fresh copy of the   
 // game each time* CaveGameFactory gameFactory = **new** CaveGameFactory().setParams(params);  
 SpeedTest speedTest = **new** SpeedTest().setGameFactory(gameFactory);  
 speedTest.setPlayer(**new** RandomAgent());  
  
 speedTest.playGames(**nGames**, **maxSteps**);  
  
 **if** (**verbose**) {  
 System.***out***.println(speedTest.**gameScores**);  
 }  
  
 **double** value = speedTest.**gameScores**.mean();  
 *// return this for now, and see what we get* **logger**.log(value, x, **false**);  
 **return** value;  
}

Note: the way the code is set up, every new fitness value **must be logged in the logger**: the logger is used to measure the number of calls to the objective function, and if we don’t log them the optimiser will not realise that it’s evaluation budget is all used up (*room for improvement in the code there*).

In order to run an optimisation trial, run the code in **hyperopt.TuneCaveSwingParams**.

Experiment with different values of ‘k’. Each optimisation run using a random player should be swift – of the order of a few tens of seconds,

## Tuning to Reward Skilful Play

Now modify the evaluation function so that the value returned is the average score for a skilful player minus the average score for a random player.

In order to see a skilful bot in practice, view run the code in **test.EvoAgentVisTest.**

This shows a Rolling Horizon Evolution agent playing the game (usually with some success). Note that code has a method called getEvoAgent(). You can use this to create a skilful agent.

Now create a new version of **design.CaveSwingGameSearchSpace** based on the difference between the scores for the skilful agent minus the scores for the random agent. Note that evaluating this objective function will be slower than before, so set the number of games to play (nEvals) to a lower value.

A possible solution is shown in **solutions.CaveSwingGameSkillSpace**. Note the number of games played per evaluation.

You can modify the **hyperopt.TuneCaveSwingParams** to use this solution by uncommenting this line:

AnnotatedFitnessSpace caveSwingSpace = **new** CaveSwingGameSearchSpace();  
*// uncomment to run the skilful one  
// caveSwingSpace = new CaveSwingGameSkillSpace();*

The program will now take a minute or two to run, depending on the power of your machine. After running, perform a couple of further tests. Observe the final solution values, and try running the tests.KeyPlayerTest game with them. How well does the resulting game play?

Analyse the printout of the landscape model. There are some interesting things to note. Can you explain the score of zero below for index [0] of Hooke’s constant?

**Hooke's constant**

**[0] 5 0.0**

**[1] 22 6053.905051831373**

**[2] 34 7142.263864254699**

**[3] 63 8129.168253660932**

**[4] 76 8212.8840759315**

## Summary

This lab has covered setting up a game design search space, and then searching it using two objective functions: to maximise the score a random player can achieve, and to maximise the score difference between a skilful player and a random player.

It is interesting to note that the skilful player is a general agent that had no knowledge of the game it was playing, other than through methods of the **AbstractGameState** interface.

This makes the approach very general, providing the game to be optimised can implement fast copy and next state functions.